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knitr::opts\_chunk$set(echo = TRUE)  
library(knitr)

# Overview

We are tasked to predict travel in California based on the impact of Covid-19. We started our analysis in Python where we cleaned and analyzed the data. Now, we we apply a model to the clean data and predict amount of trips while understanding California based on confirmed Convid-19 cases and deaths.

## Import libraries

#imports  
suppressWarnings(library(stats))  
suppressWarnings(library(ggplot2))  
suppressWarnings(library(plyr))  
suppressWarnings(library(dplyr))

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:plyr':  
##   
## arrange, count, desc, failwith, id, mutate, rename, summarise,  
## summarize

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

suppressWarnings(library(readr))  
suppressWarnings(library(forecast))

## Registered S3 method overwritten by 'xts':  
## method from  
## as.zoo.xts zoo

## Registered S3 method overwritten by 'quantmod':  
## method from  
## as.zoo.data.frame zoo

suppressWarnings(library(fpp2))

## -- Attaching packages ---------------------------------------------- fpp2 2.4 --

## v fma 2.4 v expsmooth 2.3

##

suppressWarnings(library(TTR))  
suppressWarnings(library(tidyr))

## Read in Data sets and Combine

In this section, we read in the data, did a couple of cleaning tweaks, grouped the data to the appropriate level and combined the data sets. The data is grouped by YearMonth and County name. We are predicting the number of trips in California so this field is summed. The new casese of Covid and the new deaths are also summed.

#Set Working Directory and Check  
setwd('C:/Users/nesti/OneDrive/Bellevue/DSC 630/DSC 630 Project')  
getwd()

## [1] "C:/Users/nesti/OneDrive/Bellevue/DSC 630/DSC 630 Project"

#Read in Trips Data   
dfTrip <- read.csv("New\_Trips\_by\_Distance\_CA\_clean.csv")  
dfCovid <- read.csv("New\_covid\_data\_CA\_clean.csv")  
  
  
  
#Trip: Print Table  
#head(dfTrip)  
  
#Trip:Remove County from County name  
  
dfTrip$County.Name <- as.character(dfTrip$County.Name)  
dfTrip$County.Name = substr(dfTrip$County.Name,1,nchar(dfTrip$County.Name)-7)  
#head(dfTrip)  
  
  
#Trip;Format Date  
dfTrip$Date <- as.Date(dfTrip$Date,format = "%m/%d/%Y")  
mode(dfTrip$Date)

## [1] "numeric"

dfTrip$YearMonth<-format(dfTrip$Date,"%Y-%m")  
#head(dfTrip)  
  
  
#Trip: Group by Month  
  
grp\_dfTrip <- group\_by(dfTrip, YearMonth, County.Name) %>%   
 summarize(sum\_trips = sum(Number.of.Trips)  
 )  
head(grp\_dfTrip)

## # A tibble: 6 x 3  
## # Groups: YearMonth [1]  
## YearMonth County.Name sum\_trips  
## <chr> <chr> <int>  
## 1 2019-01 Alameda 176090786  
## 2 2019-01 Alpine 109910  
## 3 2019-01 Amador 3630102  
## 4 2019-01 Butte 25274610  
## 5 2019-01 Calaveras 4538327  
## 6 2019-01 Colusa 2552683

#Covid: Print table  
head(dfCovid)

## X county totalcountconfirmed totalcountdeaths newcountconfirmed  
## 1 0 Santa Clara 151 6 151  
## 2 1 Santa Clara 183 8 32  
## 3 2 Santa Clara 246 8 63  
## 4 3 Santa Clara 269 10 23  
## 5 4 Santa Clara 284 13 15  
## 6 5 Santa Clara 336 13 52  
## newcountdeaths date  
## 1 6 3/18/2020  
## 2 2 3/19/2020  
## 3 0 3/20/2020  
## 4 2 3/21/2020  
## 5 3 3/22/2020  
## 6 0 3/23/2020

#Covid: Format Date  
dfCovid$date <- as.Date(dfCovid$date,format = "%m/%d/%Y")  
mode(dfCovid$date)

## [1] "numeric"

dfCovid$YearMonth<-format(dfCovid$date,"%Y-%m")  
#head(dfCovid)  
  
#rename so merge correctly  
names(dfCovid) [2] <- "County.Name"  
names(dfCovid) [1] <- "ID"  
#head(dfCovid)  
  
  
#Covid: Group by Month  
grp\_dfCovid <- group\_by(dfCovid, YearMonth, County.Name) %>%   
 summarise(sum\_new.count.confirmed = sum(newcountconfirmed),  
 sum\_new.count.deaths = sum(newcountdeaths)  
 )  
  
library(ggrepel)  
#Plot Covid Data  
ggplot(data = grp\_dfCovid, aes(x = YearMonth, y = sum\_new.count.confirmed)) +   
 geom\_point(alpha = .3) +  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1))+  
 ggtitle("Confirmed Covid-19 Cases by County by Month") + xlab("YearMonth") + ylab("Confirmed Cases") +  
 geom\_text\_repel(data = subset(grp\_dfCovid, sum\_new.count.confirmed > 20000), aes(label = County.Name))
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ggplot(data = grp\_dfCovid, aes(x = YearMonth, y = sum\_new.count.deaths)) +   
 geom\_point(alpha = .3) +  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1))+  
 ggtitle("Confirmed Covid-19 Deaths by County by Month") + xlab("YearMonth") + ylab("Deaths") +  
 geom\_text\_repel(data = subset(grp\_dfCovid, sum\_new.count.deaths > 400), aes(label = County.Name))
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##Merge Data sets  
merge\_tc <- left\_join(grp\_dfTrip, grp\_dfCovid, by = NULL, copy = FALSE)

## Joining, by = c("YearMonth", "County.Name")

## Warning: Column `County.Name` joining character vector and factor, coercing into  
## character vector

head(merge\_tc)

## # A tibble: 6 x 5  
## # Groups: YearMonth [1]  
## YearMonth County.Name sum\_trips sum\_new.count.confirmed sum\_new.count.deaths  
## <chr> <chr> <int> <int> <int>  
## 1 2019-01 Alameda 176090786 NA NA  
## 2 2019-01 Alpine 109910 NA NA  
## 3 2019-01 Amador 3630102 NA NA  
## 4 2019-01 Butte 25274610 NA NA  
## 5 2019-01 Calaveras 4538327 NA NA  
## 6 2019-01 Colusa 2552683 NA NA

summary(merge\_tc)

## YearMonth County.Name sum\_trips   
## Length:1273 Length:1273 Min. :1.507e+04   
## Class :character Class :character 1st Qu.:4.597e+06   
## Mode :character Mode :character Median :2.044e+07   
## Mean :7.230e+07   
## 3rd Qu.:6.782e+07   
## Max. :1.487e+09   
##   
## sum\_new.count.confirmed sum\_new.count.deaths  
## Min. : 0.0 Min. : 0.00   
## 1st Qu.: 21.5 1st Qu.: 0.00   
## Median : 223.0 Median : 3.00   
## Mean : 2001.1 Mean : 38.16   
## 3rd Qu.: 1577.5 3rd Qu.: 23.50   
## Max. :85048.0 Max. :1252.00   
## NA's :810 NA's :810

#Change NA to 0  
  
merge\_tc <- merge\_tc %>% replace\_na(list(sum\_new.count.confirmed = 0, sum\_new.count.deaths = 0))  
  
merge\_tc

## # A tibble: 1,273 x 5  
## # Groups: YearMonth [22]  
## YearMonth County.Name sum\_trips sum\_new.count.confirmed sum\_new.count.deaths  
## <chr> <chr> <int> <dbl> <dbl>  
## 1 2019-01 Alameda 176090786 0 0  
## 2 2019-01 Alpine 109910 0 0  
## 3 2019-01 Amador 3630102 0 0  
## 4 2019-01 Butte 25274610 0 0  
## 5 2019-01 Calaveras 4538327 0 0  
## 6 2019-01 Colusa 2552683 0 0  
## 7 2019-01 Contra Costa 124728006 0 0  
## 8 2019-01 Del Norte 2954173 0 0  
## 9 2019-01 El Dorado 19948834 0 0  
## 10 2019-01 Fresno 113160851 0 0  
## # ... with 1,263 more rows

#Test and Train Data In this section we split the data into test and train groups. This is so we know how the models preform with fresh data. We also group the data one last time by YearMonth. This is because we are predicting travel in California, not by County.

#Spilt data into test and train  
dt = sort(sample(nrow(merge\_tc), nrow(merge\_tc)\*.7))  
dat\_train\_ug<-merge\_tc[dt,]  
dat\_test\_ug<-merge\_tc[-dt,]  
  
nrow(dat\_train\_ug); nrow(dat\_test\_ug)

## [1] 891

## [1] 382

dat\_train <- group\_by(dat\_train\_ug, YearMonth) %>%   
 summarise(  
 sum\_trips\_MM = sum(sum\_trips)/1000000  
 )  
  
dat\_test <- group\_by(dat\_test\_ug, YearMonth) %>%   
 summarise(  
 sum\_trips\_MM = sum(sum\_trips)/1000000  
 )  
  
nrow(dat\_train); nrow(dat\_test)

## [1] 22

## [1] 22

head(dat\_test)

## # A tibble: 6 x 2  
## YearMonth sum\_trips\_MM  
## <chr> <dbl>  
## 1 2019-01 2113.  
## 2 2019-02 259.  
## 3 2019-03 1423.  
## 4 2019-04 1190.  
## 5 2019-05 2421.  
## 6 2019-06 1361.

#Plot train data  
ggplot(data = dat\_train, aes(x = YearMonth, y = sum\_trips\_MM)) +   
 geom\_point() +  
 theme(axis.text.x = element\_text(angle = 90, vjust = 0.5, hjust=1))

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA51BMVEUAAAAAADoAAGYAOpAAZrYzMzM6AAA6ADo6AGY6OpA6kNtNTU1NTW5NTY5Nbm5NbqtNjshmAABmADpmAGZmOpBmZmZmtrZmtttmtv9uTU1uTW5uTY5ubo5ubqtujshuq+SOTU2OTW6OTY6Obk2OyP+QOgCQOjqQOmaQkDqQkGaQtpCQ27aQ2/+rbk2rbm6rbo6rq26r5OSr5P+2ZgC2Zjq225C22/+2///Ijk3I///bkDrbtmbb/7bb///kq27k5Kvk///r6+v/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///9NjoZpAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAN1UlEQVR4nO2dgVvbuBmHQ6HcjbQDdncbjHXQLtzWG9x2sK0kGzkWsiUB//9/z0l22sSRQmxF8if9/Puep3Ue54t5pTeyrEiJOxkDOjrSAIywQcHgQcHgQcHgQcHgQcHgsZXg/y5i+fHaXf6Sgh48EYKXkyg4eQIKBiegYHACCgYnoGBwAgoGJ6BgcAIKBiegYHACCgYnaJngTqcjTBBXEprgTsdimIIpmIIp2O/rKJh9MAUHPngiBBQMTkDB4AQUDE5AweAEFFxp4ETByQq2DI09jqUoOELBPj8NoWAKFk1qgWDzhEzBWIKtjVqYgIJTqV55ggYEy4VqitIIiUSaLdjWmbIFA52iKXhjEgVvmUTBQQsX9FNICpYXLF+98gQUDE5AweAEFAxOQMHgBBQMTkDB4AQUDE5AweAEFAxOQMHgBBQMTkDB4AQUDE5AweAEFAxOQMHgBBQMTkDB4AQUDE5AweAEFAxOQMHgBBQMTkDB4AQUDE5AweAEFAxOQMHgBBQMTkDB4AQUDE5AweAEFAxOQMHgBB4EP1/3smx20T18WN1QsDyBB8HDbi+XPDxa2VBwBATbC5784U+9bPahn03O+uUNBUdAsLXg5x9/Uu118u4hm72/KW/Us69VvNT6GXHEC4KH5/qE/HiYKy1v5hly71759iNPsG0LVo31+YUWTMFxJ20WPOzqOGcfHCuBh6to3YKfr8+Ly+flDQVHQOBJMMfBsRJ4ELwp5AonX73yBBQMTpCEYNefBZavXnmCFAQ7/7C3fPXKE1AwBVOwe5I8QQqC2QcHS4pEcLrVK09AweAEFAxOgCPY4y0lKThCwT5vCkvBFEzBFDynEiaAERxlHxzB3RNxBMdVc0VQMAUHJqBg9sEUnDQBBYMTUDA4AQWDE1Cwv6QYR+IU7C8pzs/SKJiCKbhaEoTgp8vO53j1iYLLAdEHjzqdE7bghAgcTtG3NR3LFU6+euUJnPpgfaKu7liucPLVK0/gepH1dMk+WPrgQVvwzhVbsPTBAwmuZ3eT4KDzafLVK09QV/Copt0NgsPOiMtXrzxBTcG+x8EULJtktmCHeOmvUbBskhfBL4byG+zYjMrBz6KTJRA+RaNXrzyB8EVWKtWb7lfQ67bgdk42JPwjEg6n6BZONrRLcAsnG9omOGvdZEN7+uDPLZiTDYkQ1Bfsd7IBvHrlCeoK9jzZgF698gQ1Bbd1HJwugetFFltwIgTbCJ5+U6kRyxVOvnrlCSgYnICCwQkoGJyAgsEJKBicID7BHr/CJV+98gTRCfb5JUz56pUn2EZwxaiHRMFNJlkFT49PpsfVP6mk4IiTrIJv97LBq0+DvTCC2Qc3mWQTrBrw0+VeNuJkg/TBwwmeHh9QcCIE9QU/XR6Mdq70iZqCEyBw6IPH+5297Hb3noJTIHAQXDfkCidfvfIEFAxO4CJ4oIeqrVoXnTCBg+CBvn7WF9IUnABBfcFqmKQ3HCalQUDB4AQOp2g9CuYpOhUClxZcc2m0XOHkq1eewKEF1w25wslXrzwBBYMT1BRczAXzqyvpEGzdgh+73bf9LJtddA8fVjcULE9QX/DT5fKHWJOzfjY8yp6ve+aGgiMgqC94Pg4uS5596JsbCo6AwOEUPVidKVSNdfLuIZu9vylv1FOvVaw/vTNiCds4+PNF1uT0zU32eJgrLW/mL5B798q3H3mCrS+yVBhNd9GCKTjuJHsLNj6LvuuxD46VYFvB87Px8/V5cfm8vKHgCAjqCh58+SB6vuhu2O2qPpjj4FgJnFtw9ZArnHz1yhNsc5HFr48mQEDB4AQUDE5AweAEFAxOQMHgBBQMTkDB4ATbCK4YcoWTr155AgfB432uyUqHoL5g/fsNbMHJENQXzM+ikyJwacEUnBCBQx9c/WtnFCxPwIsscAKXU3Tl7xVSsDwBL7LACRK9yKr2e4fy1StP4NIHfy1+kVXxF0vlq1eewOUULf/tQgr2lGRtwXUjADcFe0qKVTD7YE9JNsExnKKTqV55AtcWPP3NlWQLTqV65QmcT9Gjyj83K1c4+eqVJ3AXzFO09MHDCq7+g9FyhZOvXnkC54us6jcClyucfPXKEzi34OohVzj56pUnoGBwAgfBYW+MhVW98gQOggPfGAuqeuUJXC6yeGOshAicBPPGWOkQ1BfMG2MlReDQB/PGWCkROAhm4AXHwckSNNCC5QonX73yBBQMTkDB4AQUDE5AweAEFAxOQMENE1Rb8EvBqQquuGSfgimYggMfnIIp2LaLfTC44LiSKDh5AgoGJ6BgcAIKBiegYHACCgYnoGBwAgoGJ6BgcAIKBiegYHACCgYnaFRw0zMp8tUrT9Ck4MbnQuWrN+TBfTQXCo6XwEttUnC8BBEKZh9s3+P2y7kxCo6yesUJbKbS7IOjrF55AlfB8V1FR1m98gQUDC7YsQ+m4MAHT4SAgsEJKBicgILBCbYWPDntdntZNrvoHj6sbihYnmBbwbP3N9nk9zfP171seJSVNxQcAcG2gh+1x7ve7EM/m5z1yxsKjoDARx+sWvHk3YO5UU+9VvHiaxlRxIuCn6/Ps8fDXGl5M39e7t0r337kCbZvwbOLc3WptaYFU3DcSRUET0572jL74EgJthVc+M1P0/nl8/KGgiMg2FbwsKujx3FwrAQ+rqI3hFzh5KtXnoCCwQkoOBGCMJPGFLx2V8P3IA+07IOC1+2quKaRgim4WhIFgwuu1gfXZqLgtbsa7oMDNXMKToqAgsEJKBidgH1w+wgoGJyAgsEJKDhGgsa+SE3BIgTN/RQCBYsQUDAFe/pzFCxDwD4YXDCvolOpXnkCCgYnoGBwAgoGJ6BgcAIKBiegYHACCgYnoGBwAgoGJ6BgcAIKBicw9yzPZFBw8gTGntJcJAUnT0DB4AQUDE7APhibYMPaEC+CGXKRn4+r5G3zR8TevfLtR5xg0/I9Ck6cgILRCZrog8UKJ1+9ERC8nETByRNQMDgBBYMTUDA4AQWDE1AwOAEFgxNQMDgBBYMTUDA4QQOCl8JyFzRzl7+koAdPhKAaJgUnS0DB4AQUDE7QrGBGpEHB4EHB4EHB4BFK8OS0++amuDntYs/5Xbf7tr+aebbYo9NnF92l+1/md0F9vi7tyu9rbPy5o+HKwe/md9dcTtJhEGwAb7h4ltLZimeUbk3xAgl+vu7lt6Jd1IDec6f+uL7F9Dx0WctMKj1/xeSPpSPd9bLS6z78vVQylfTjTX7X26Wk/EVD9dqj5SPpeFyu383gTRfPLJ2teEbp1hXPh2CzJPOS3x0takA/ejwvN43Zxdv+6ls8L8RSknqoy7eyS72Bl9+pes/w3EjSNVImWN5ayU3wpotnls5SPLN0tuLp8NKC9Zt5dU/+dhr++qxf3lNqZLoODn9eroGLNz/9rW+0RF1zj4v3alEEVe9fasHyFs+rTb1o8Ya2vcUNchO86eKZpbMUzyxdyBascN7frO4pepLh0rv+olfeUcTktLRH9UcK29KXLvzaTp+6B1zppIrO7vHNTWnPaidlkJvgDRfP1jmYxTNLZy0er6Lhg4LBw4tgywW6uctfkvPr0iiea5I9fAi2dO/mLn9Jzq9zjIaL55q0JrwMkyzjD2OXvyTng1uGO+Ywad2YqLHiOSeZ5Dra1ILN4Y51BLRmTBR9C7YUL/PUB1su0M1d/pLcX2cMd2wjIMuYqNHiuSbZiseraPigYPDwJ3ho9gDmLn9JQQ+eCEGVJApOmICCwQmaFcyIMvwINpcXWHb5Swp68EpLJWL8qDLgig5zeYFll7+koAevtFQixg86Qq7oWLO8wFxP4SUp6MGrLZWI8qPKcCs6bMsLzPUU3pKCHrzaUgnxxtlsC163vMBcT+EnKejBqy2ViPGjSq7oaGVQMHhQ8OawrIW3LnyPLkkHBW8My1p4+8L32JLyCLXwvdJSCbekoAevtMp9zcL32JLyCLTwvdJSCdekoAevssp9/cL3qJLyCLXwvdJSCdekoAevssrduvA9viQd7IPBg4LBo00L35EIGp1NSmTZLBKBwGzS0ta6K4KF70AEDc8mta39yBMIzCatnP1jXPiORMDZJEYRFAwevoZJjU6SyE/TiBM0OpvU9CSJ/DSNOEHDs0kNT5LIT9OIE1TD1OFxmNTYJIn8NI04QcOzSU1PkshP04gTcDaJUQQFgwcFgwcFgwcFgwcFg0dLBD9dvvqkNuP9PevT4/386enx7r3x3P/+lY2/ugpKFzJaIlgpPFD/31oEFs/uXOUb83ktl4ITiIFqo+P9E/uT4/3vtP/BdxScbEyP97JbfYJ+uux09Al5vN/pdA6y8dd/6bz65/5vv73Pnr7/qATr5/e02B9UwonOOhh/9VHlrnlzRB6tEZyNdn7QDfHpUtkb7N5Pj0/yZp13y+P93/1ZNfBf/Xv3Xj+v/+Wna/28bsHzx9JFcIn2CFYtU5+GR9qTsvt/fTJW9vLTtvpvcJKNDka79/nzIy3+pHg+F1w8Fi6BU7RHcKE2G3TyUK5HarOTC9QGR+oMfqIF6254LvaL4PljUXzHaJ/g+XXU9HjnaiFy/2T67X+++UTBKUcheJQPiNRWixwtWnD2j497emf+/Kjoeyk4qSgEP10qs8qiFqmHv18ED9Rpe7R0kTWXqi/GKDiJKATnwyDdSm/V5q/HJ18E6wej5WHSVfHfbWePghnRBgWDBwWDBwWDBwWDBwWDBwWDBwWDBwWDBwWDxy840+DHzNOhqgAAAABJRU5ErkJggg==) #Model

dat\_ts <- ts(dat\_train[, 2], start = c(2019, 1), end = c(2020,9), frequency = 12)  
  
head(dat\_ts)

## Jan Feb Mar Apr May Jun  
## 2019 2162.295 3518.996 3255.510 3880.595 2703.179 3785.853

#To Calculate Mape  
mape <- function(actual,pred){  
 mape <- mean(abs((actual - pred)/actual))\*100  
 return (mape)  
}

#Naive FOrecasting Model

naive\_mod <- naive(dat\_ts, h = 21)  
summary(naive\_mod)

##   
## Forecast method: Naive method  
##   
## Model Information:  
## Call: naive(y = dat\_ts, h = 21)   
##   
## Residual sd: 854.839   
##   
## Error measures:  
## ME RMSE MAE MPE MAPE MASE ACF1  
## Training set -34.16212 854.839 657.7825 -6.428313 23.84805 0.3833025 -0.1533892  
##   
## Forecasts:  
## Point Forecast Lo 80 Hi 80 Lo 95 Hi 95  
## Oct 2020 1479.052 383.53200 2574.573 -196.4014 3154.506  
## Nov 2020 1479.052 -70.24738 3028.352 -890.3971 3848.502  
## Dec 2020 1479.052 -418.44454 3376.549 -1422.9187 4381.023  
## Jan 2021 1479.052 -711.98832 3670.093 -1871.8552 4829.960  
## Feb 2021 1479.052 -970.60559 3928.710 -2267.3761 5225.481  
## Mar 2021 1479.052 -1204.41347 4162.518 -2624.9544 5583.059  
## Apr 2021 1479.052 -1419.42200 4377.527 -2953.7816 5911.886  
## May 2021 1479.052 -1619.54707 4577.652 -3259.8465 6217.951  
## Jun 2021 1479.052 -1807.50864 4765.613 -3547.3089 6505.414  
## Jul 2021 1479.052 -1985.28711 4943.392 -3819.1976 6777.302  
## Aug 2021 1479.052 -2154.37753 5112.482 -4077.7991 7035.904  
## Sep 2021 1479.052 -2315.94139 5274.046 -4324.8897 7282.994  
## Oct 2021 1479.052 -2470.90236 5429.007 -4561.8821 7519.987  
## Nov 2021 1479.052 -2620.00938 5578.114 -4789.9216 7748.026  
## Dec 2021 1479.052 -2763.87963 5721.984 -5009.9521 7968.057  
## Jan 2022 1479.052 -2903.02896 5861.134 -5222.7627 8180.867  
## Feb 2022 1479.052 -3037.89367 5995.998 -5429.0204 8387.125  
## Mar 2022 1479.052 -3168.84676 6126.951 -5629.2959 8587.401  
## Apr 2022 1479.052 -3296.21004 6254.315 -5824.0812 8782.186  
## May 2022 1479.052 -3420.26349 6378.368 -6013.8046 8971.909  
## Jun 2022 1479.052 -3541.25247 6499.357 -6198.8413 9156.946

dat\_test$naive = 36120.3  
  
mape(dat\_test$sum\_trips\_MM, dat\_test$naive)

## [1] 4134.328

#Simple Exponetial Smoothing

se\_model <- ses(dat\_ts, h = 22)  
summary(se\_model)

##   
## Forecast method: Simple exponential smoothing  
##   
## Model Information:  
## Simple exponential smoothing   
##   
## Call:  
## ses(y = dat\_ts, h = 22)   
##   
## Smoothing parameters:  
## alpha = 0.6499   
##   
## Initial states:  
## l = 2620.94   
##   
## sigma: 852.5427  
##   
## AIC AICc BIC   
## 351.2586 352.6704 354.3922   
##   
## Error measures:  
## ME RMSE MAE MPE MAPE MASE  
## Training set -72.44238 810.9298 660.5544 -9.103946 24.80748 0.3849178  
## ACF1  
## Training set 0.06448245  
##   
## Forecasts:  
## Point Forecast Lo 80 Hi 80 Lo 95 Hi 95  
## Oct 2020 1632.321 539.74369 2724.899 -38.63185 3303.274  
## Nov 2020 1632.321 329.30519 2935.337 -360.46977 3625.112  
## Dec 2020 1632.321 148.41559 3116.227 -637.11653 3901.759  
## Jan 2021 1632.321 -12.70189 3277.344 -883.52445 4148.167  
## Feb 2021 1632.321 -159.38917 3424.031 -1107.86330 4372.506  
## Mar 2021 1632.321 -294.94400 3559.586 -1315.17652 4579.819  
## Apr 2021 1632.321 -421.57176 3686.214 -1508.83696 4773.479  
## May 2021 1632.321 -540.83351 3805.476 -1691.23206 4955.874  
## Jun 2021 1632.321 -653.88231 3918.525 -1864.12528 5128.767  
## Jul 2021 1632.321 -761.59851 4026.241 -2028.86300 5293.505  
## Aug 2021 1632.321 -864.67233 4129.315 -2186.50080 5451.143  
## Sep 2021 1632.321 -963.65680 4228.299 -2337.88449 5602.527  
## Oct 2021 1632.321 -1059.00317 4323.645 -2483.70418 5748.346  
## Nov 2021 1632.321 -1151.08534 4415.728 -2624.53170 5889.174  
## Dec 2021 1632.321 -1240.21723 4504.859 -2760.84717 6025.489  
## Jan 2022 1632.321 -1326.66548 4591.308 -2893.05835 6157.701  
## Feb 2022 1632.321 -1410.65879 4675.301 -3021.51505 6286.157  
## Mar 2022 1632.321 -1492.39516 4757.037 -3146.52003 6411.162  
## Apr 2022 1632.321 -1572.04729 4836.689 -3268.33745 6532.980  
## May 2022 1632.321 -1649.76693 4914.409 -3387.19939 6651.842  
## Jun 2022 1632.321 -1725.68827 4990.330 -3503.31106 6767.953  
## Jul 2022 1632.321 -1799.93064 5064.573 -3616.85496 6881.497

df\_fc = as.data.frame(se\_model)  
dat\_test$simplexp = df\_fc$`Point Forecast`  
mape(dat\_test$sum\_trips\_MM, dat\_test$simplexp)

## [1] 100.9841

#ARIMA

arima\_model <- auto.arima(dat\_ts)

## Warning: The chosen seasonal unit root test encountered an error when testing for the first difference.  
## From stl(): series is not periodic or has less than two periods  
## 0 seasonal differences will be used. Consider using a different unit root test.

summary(arima\_model)

## Series: dat\_ts   
## ARIMA(0,1,0)   
##   
## sigma^2 estimated as 730750: log likelihood=-163.4  
## AIC=328.79 AICc=329.02 BIC=329.79  
##   
## Training set error measures:  
## ME RMSE MAE MPE MAPE MASE ACF1  
## Training set -32.43238 834.2376 626.5625 -6.117441 22.7172 0.36511 -0.1499519

fore\_arima = forecast::forecast(arima\_model, h=22)  
df\_arima = as.data.frame(fore\_arima)  
dat\_test$arima = df\_arima$`Point Forecast`  
mape(dat\_test$sum\_trips\_MM, dat\_test$arima) ## 2.1%

## [1] 85.52682

#Holt’s Trend

holt\_model <- holt(dat\_ts, h = 22)  
summary(holt\_model)

##   
## Forecast method: Holt's method  
##   
## Model Information:  
## Holt's method   
##   
## Call:  
## holt(y = dat\_ts, h = 22)   
##   
## Smoothing parameters:  
## alpha = 0.5788   
## beta = 1e-04   
##   
## Initial states:  
## l = 2999.1626   
## b = -59.4009   
##   
## sigma: 898.633  
##   
## AIC AICc BIC   
## 355.1342 359.1342 360.3568   
##   
## Error measures:  
## ME RMSE MAE MPE MAPE MASE  
## Training set -10.46485 808.5319 684.6232 -7.192363 25.02739 0.3989431  
## ACF1  
## Training set 0.08121489  
##   
## Forecasts:  
## Point Forecast Lo 80 Hi 80 Lo 95 Hi 95  
## Oct 2020 1567.6991 416.05456 2719.344 -193.5892 3328.987  
## Nov 2020 1508.2761 177.58730 2838.965 -526.8368 3543.389  
## Dec 2020 1448.8530 -39.54692 2937.253 -827.4583 3725.164  
## Jan 2021 1389.4300 -241.54842 3020.408 -1104.9363 3883.796  
## Feb 2021 1330.0070 -432.09439 3092.108 -1364.8945 4024.909  
## Mar 2021 1270.5840 -613.57801 3154.746 -1610.9931 4152.161  
## Apr 2021 1211.1610 -787.66019 3209.982 -1845.7722 4268.094  
## May 2021 1151.7379 -955.54943 3259.025 -2071.0800 4374.556  
## Jun 2021 1092.3149 -1118.15757 3302.787 -2288.3110 4472.941  
## Jul 2021 1032.8919 -1276.19272 3341.977 -2498.5483 4564.332  
## Aug 2021 973.4689 -1430.21777 3377.156 -2702.6526 4649.590  
## Sep 2021 914.0459 -1580.68897 3408.781 -2901.3218 4729.414  
## Oct 2021 854.6228 -1727.98221 3437.228 -3095.1307 4804.376  
## Nov 2021 795.1998 -1872.41155 3462.811 -3284.5597 4874.959  
## Dec 2021 735.7768 -2014.24261 3485.796 -3470.0149 4941.569  
## Jan 2022 676.3538 -2153.70236 3506.410 -3651.8436 5004.551  
## Feb 2022 616.9308 -2290.98663 3524.848 -3830.3451 5064.207  
## Mar 2022 557.5077 -2426.26572 3541.281 -4005.7800 5120.795  
## Apr 2022 498.0847 -2559.68888 3555.858 -4178.3764 5174.546  
## May 2022 438.6617 -2691.38775 3568.711 -4348.3358 5225.659  
## Jun 2022 379.2387 -2821.47914 3579.956 -4515.8368 5274.314  
## Jul 2022 319.8157 -2950.06727 3589.699 -4681.0387 5320.670

df\_holt = as.data.frame(holt\_model)  
dat\_test$holt = df\_holt$`Point Forecast`  
mape(dat\_test$sum\_trips\_MM, dat\_test$holt)

## [1] 52.48198

#TBATS

model\_tbats <- tbats(dat\_ts)  
summary(model\_tbats)

## Length Class Mode   
## lambda 0 -none- NULL   
## alpha 1 -none- numeric   
## beta 0 -none- NULL   
## damping.parameter 0 -none- NULL   
## gamma.values 0 -none- NULL   
## ar.coefficients 0 -none- NULL   
## ma.coefficients 0 -none- NULL   
## likelihood 1 -none- numeric   
## optim.return.code 1 -none- numeric   
## variance 1 -none- numeric   
## AIC 1 -none- numeric   
## parameters 2 -none- list   
## seed.states 1 -none- numeric   
## fitted.values 21 ts numeric   
## errors 21 ts numeric   
## x 21 -none- numeric   
## seasonal.periods 0 -none- NULL   
## y 21 ts numeric   
## call 2 -none- call   
## series 1 -none- character  
## method 1 -none- character

for\_tbats <- forecast::forecast(model\_tbats, h = 22)  
df\_tbats = as.data.frame(for\_tbats)  
dat\_test$tbats = df\_tbats$`Point Forecast`  
mape(dat\_test$sum\_trips\_MM, dat\_test$tbats)

## [1] 104.4489

#Summary

We decided to investigate the ARIMA model further since that gave us the lowest MAPE. Below show the estimated trips to be traveled with a 90% confidence interval. As we can see, this is very hard to predict.

d.arima <- auto.arima(dat\_ts)

## Warning: The chosen seasonal unit root test encountered an error when testing for the first difference.  
## From stl(): series is not periodic or has less than two periods  
## 0 seasonal differences will be used. Consider using a different unit root test.

d.forecast <- forecast(d.arima, level = c(90), h = 50)  
autoplot(d.forecast, ylab = "Actual/Predicted Trips in Millions for California") + ggtitle('Forecast from ARIMA (0,1,1)')
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fit <- Arima(dat\_ts, order=c(0,1,1))  
fit

## Series: dat\_ts   
## ARIMA(0,1,1)   
##   
## Coefficients:  
## ma1  
## -0.3209  
## s.e. 0.2789  
##   
## sigma^2 estimated as 727218: log likelihood=-162.89  
## AIC=329.78 AICc=330.49 BIC=331.77

checkresiduals(fit)
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##   
## Ljung-Box test  
##   
## data: Residuals from ARIMA(0,1,1)  
## Q\* = 1.5757, df = 3, p-value = 0.6649  
##   
## Model df: 1. Total lags used: 4

autoplot(forecast(fit))
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